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Abstract—In technology mapping, the quality of the final imple-
mentation heavily relies on the circuit structure after technology-
independent optimization. Recent studies have introduced equality
saturation as a novel optimization approach. However, its efficiency
remains a hurdle against its wide adoption in logic synthesis. This
paper proposes a highly scalable and efficient framework named
E-morphic. It is the first work that employs equality saturation
for resynthesis after conventional technology-independent logic
optimizations, enabling structure exploration before technology
mapping. Powered by several key enhancements to the equality
saturation framework, such as direct e-graph-circuit conversion,
solution-space pruning, and simulated annealing for e-graph ex-
traction, this approach not only improves the scalability and extrac-
tion efficiency of e-graph rewriting but also addresses the structural
bias issue present in conventional logic synthesis flows through
parallel structural exploration and resynthesis. Experiments show
that, compared to the state-of-the-art delay optimization flow in
ABC, E-morphic on average achieves 12.54% area saving and
7.29% delay reduction on the large-scale circuits in the EPFL
benchmark.

I. INTRODUCTION

Typically, technology mapping employs graph or tree cov-
ering algorithms to map an And-Inverter Graph (AIG) into
standard cells. However, technology mapping based on structural
covering faces a challenge known as structural bias [1]. Namely,
the quality of result (QoR) is largely dependent on the structure
of subject graphs [2]. If the initial structure is poor, the final
mapping will also be sub-optimal, even with the use of heuristics
or iterative recovery methods.

To address the structural bias problem, previous research
introduced lossless synthesis [3] to explore a few structural
choices during mapping. It employs heuristic rewriting to pro-
duce functional equivalent nodes that are then combined into a
single subject graph with choices, which is subsequently used
to derive the mapped netlist and researches [1] [4] [5] targeted
at mitigating structural bias heuristically, they cannot avoid this
issue completely.

Recently, equality saturation has emerged as a promising
technique, which uses a non-destructive rewriting approach to
achieve better Pareto-optimal design space exploration and has
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Fig. 1: E-morphic: parallel structural exploration for delay
finetuning improves the circuit performance.

been widely applied in the EDA field [6]. The applications
include program optimization [7], compiling optimization [8],
[9], datapath optimization [10], multiplier optimization [11],
etc. Among these prior works, E-Syn [12] first applied e-
graph rewriting to Boolean logic optimization and demonstrated
the potential of e-graphs in exploring optimal logic structure.
However, due to the complexity of e-graph-based optimization,
these previous works have to be on a limited scale, with no more
than 40,000 e-nodes [10]. When the graph scale significantly
grows, the two main steps in equality saturation, which are
rewriting (to expand solution space) and extraction (to pick a
good solution), would inevitably suffer from excessively long
runtime. Therefore, it is still an unanswered question whether
e-graphs can play an effective role in large-scale Boolean logic
optimization scenarios.

As we work to scale up equality saturation for logic synthesis,
we acquire the following two key insights. (1) The method
[1] [3] faces a primary challenge: because ABC inherently
performs local rewriting [13], previous approaches do not main-
tain equivalence classes during the rewriting process. Instead,
they create equivalence classes by detecting equivalent nodes
through simulation and SAT checking across multiple circuits
after performing local rewrites against the original circuit. This
approach maintains only one additional equivalent node per
equivalence class in the most commonly used ABC operator dch
and has a restricted ability to make global structural changes.
However, e-graphs utilize congruence closure-based [14] non-
destructive rewriting, fundamentally aiming to maintain a vast
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number of equivalence classes. By performing only a small
number of iterations of e-graph-based rewriting, e-graphs
can generate significantly more equivalence classes than pre-
vious methods, enabling larger structural transformations.
Additionally, using fewer iterations ensures that independent
optimization targets such as node sizes and logic levels are
not adversely affected. Through a case study presented in Fig-
ure 1, we observed that as technology-independent optimizations
approach a near-local optimum, our tool, E-morphic, employs
parallel e-graph-based resynthesis to mitigate structural bias
issues. This approach facilitates the exploration of more optimal
solutions for technology mapping targets. (2) Although fewer
iterations already generate an excessive number of equivalence
classes and nodes, the presence of too many equivalent nodes
within each class severely impacts the time required for e-graph
extraction. Therefore, it is important to have an efficient
and effective e-graph extraction method to explore various
structural choices within a reasonable time. To this end,
we incorporate a series of new features into the equality
saturation framework, including solution space pruning
and simulated annealing. Solution space pruning effectively
reduces the over-abundance of redundant equivalent nodes
in each equivalence class, significantly decreasing the time
required for e-graph extraction while simulated annealing
enables the escape from local minima when selecting from
equivalent terms.

Bearing these ideas in mind, we build an equality saturation
framework named E-morphic for practical Boolean logic
synthesis problems. It uses equality saturation in a fast and
scalable manner to address the efficiency and scalability issues.
The word “morphic” in its name suggests its intended role in
logic synthesis — exploring diverse logic structures to improve
the post-mapping design quality.

The contributions of this paper are as follows:

o To our best knowledge, this is the first work that adopts
e-graph rewriting to address the structural bias issue of
technology mapping in logic synthesis.

« It brings up several important updates to the equality satura-
tion framework, such as DAG-to-DAG conversion, solution
space pruning, simulated annealing, and multi-batch parallel
computing for e-graph extraction. These techniques notable
enhance the efficiency of equality saturation in logic synthe-
sis and could be helpful for other e-graph applications.

« We implement a scalable and effective logic optimization
framework and achieve 12.54% area saving and 7.29% delay
reduction compared to a competitive delay-optimal synthesis
flow on the large-scale circuits in the EPFL. benchmark.

II. BACKGROUND
A. E-Graph and Equality Saturation

An e(quivalence)-graph is a data structure used to represent a
set of equivalent terms (expressions). Figure 2 gives an example
of an e-graph where each green node is called an e-node that
represents a term from a given language. The red-dotted boxes
are equivalent classes (e-classes) where e-nodes in the same

TABLE I: Examples of rewriting rules

Class Pattern (LHS) Transformation (RHS)
Commutativity a*b bxa
a+b b+a
(axb)xc ax (bxc)
Associativity (a+b)+ec at(b+o)
ax(b+c) axbt+axc
Distributivity (a+b)*(a+c) a+ (bxc)

(a*b)+ (axc)
(axb)+ ((ma) xc) +bxc
((a+b)*((ma)+ ) *(b+c)
—(a *b)

—(a+b)

ax(b+c)
(axb) + (—a) *c
(a+b)*((ma) +¢)
—a + —b
(=a) * (=b)

Consensus

De-Morgan

class represent equivalent expressions. E-graph also maintains
congruence relations' over e-classes.

For a given input term, we may rewrite it into other
equivalent forms following a set of rules (such as those
listed in Table I). This process of finding equivalent terms is
called equality saturation. Given a term 7, an initial e-graph
& 1is constructed. Then we can iteratively find patterns that
match with the left-hand-side of rewriting rules and record
the right-hand-side patterns that will be added to the graph.
Specifically, the rewriting does not remove the original term
but only adds information to £. Therefore, it is non-destructive
and the ordering of rewriting will not affect the outcome. This
solves the so-called phase ordering problem in optimization.
The rewriting iterations may terminate when no more rule is
applicable (namely, the graph is saturated) or when a certain
exiting condition is met. Then an optimized term can be
extracted from the final e-graph where the optimality of terms
is measured by a cost function defined w.r.t. the whole graph.

E-class :

Fig. 2: This e-graph represents two equivalent expressions. Each
green node is an e-node, and each red-dotted box is an e-class.
Edges connect e-nodes to child e-classes.

B. E-Graph Rewriting in Logic Synthesis

E-graph has demonstrated its potential in many optimization
problems [8]-[11], [15], while the prior work E-Syn [12]
first applied equality saturation in logic synthesis. E-Syn is
based on an existing e-graph processing framework egg [16],
as presented by Figure 3. Its workflow is as follows: @ Pre-
processing: E-Syn takes advantage of the ABC logic synthesis
tool to transform input Verilog or AIG into the equation format.
Then E-Syn converts the equation format into the S-expression,
which is a data structure for nested lists commonly used in Lisp-
like programming languages and can be converted into e-graphs
using the built-in functionality of egg. @ Rewriting: The egg

Uf two terms a and b are equivalent, any function applications over a and b
would also be equivalent (f(a) = f(b)).
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Fig. 3: The workflow of E-Syn [12]

runner will iteratively apply a set of rewriting rules until the
e-graph is saturated or an exit condition is met, such as when
the time limit or maximum iteration is reached. € Extraction:
It selects the best term based on a cost function. To achieve
overall algorithmic efficiency, a commonly used approach is to
traverse the e-graph bottom-up and greedily select the e-node
with the lowest cost among the equivalent ones in the same e-
class. @ Post-processing: E-Syn finally converts the optimized
e-graph back into the equation format, which can be mapped to
gate-level circuits using synthesis tools. Then the performance
metrics of the circuit will be reported.

III. METHODOLOGY
E-morphic effectively addresses several significant chal-
lenges associated with previous works [12], [17], which strug-
gles with problems like inefficient intermediate representations
and restricted cost functions, leading to scalability issues. Our
solution overcomes these limitations through critical advance-
ments, which we will discuss in the following subsections.

A. E-morphic Overview

Our framework, E-morphic, introduces a novel and ef-
ficient method for applying e-graphs in logic synthesis. We
identify a unique role for e-graph-based optimization, between
technology-independent optimization and technology mapping.
E-morphic offers several key advantages:

1) Structural Exploration before Technology Mapping: Par-
allel E-graph-based resynthesis using fewer rewriting it-
erations after technology-independent optimization enables
efficient structural exploration to address the structural bias
issue.

2) Novel Extraction Method: Integrating Solution Space Prun-
ing and Simulated Annealing-Based Algorithms with Multi-
Threaded Parallel Computing for Efficient E-graph Extrac-
tion and Faster Evaluation.

3) Efficient Implementation: Our framework incorporates sev-
eral efficiency-enhancing features: (a) direct DAG-to-DAG
conversion between circuits and e-graphs, eliminating the
overhead of intermediate S-expressions, and (b) machine
learning-based cost estimation for rapid quality assessment.

Figure 5 illustrates the workflow of E-morphic. The in-
put circuit first undergoes conventional technology-independent
optimization (@). Our efficient DAG-to-DAG conversion (@)
then initializes the e-graph. The highlight of our approach lies
in the extraction and evaluation phase (@), with our novel
simulated annealing algorithm, parallel processing, and dual cost
evaluation methods (ABC-based quality-prioritized and GNN-
based rapid estimation).
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Fig. 4: Simulated-annealing-based extraction algorithm.

B. Efficient Extraction methods
1) Simulated Annealing e-graph Extraction

The extraction phase in e-graph-based optimization is crucial
for obtaining high-quality results. However, extraction from
equality saturated graphs is known to be NP-hard [18], and
traditional greedy algorithms often fail to reflect QoR after
circuit technology mapping. To address this challenge, we have
developed a novel extraction algorithm based on simulated
annealing (SA) [19], a probabilistic technique for approximat-
ing the global optimum of a given function. In addition, we
integrate Solution Space Pruning and Multi-Threaded Parallel
Computing to achieve efficient e-graph extraction and facilitate
broad structural exploration.

Our SA extractor combines the principles of bottom-up ex-
traction with simulated annealing to efficiently explore the solu-
tion space of an e-graph. This hybrid approach aims to overcome
local optima and find high-quality circuit representations. The
algorithm (illustrated in Figure 4) operates as follows:

We begin by generating an initial solution using a basic
extraction method, such as greedy depth-minimization or ran-
dom selection. The main loop of the algorithm then itera-
tively improves this solution while gradually decreasing the
temperature parameter of simulated annealing, with specific
cooling schedules detailed in Section IV-A. At each iteration,
we generate a neighboring solution, evaluate its cost, and decide
whether to accept or reject it based on the cost difference and
current temperature. This process allows for occasional uphill
moves, enabling the algorithm to escape local optima.
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Fig. 5: E-morphic overview.

The neighbor generation process, illustrated in Algorithm 1,
starts from leaf nodes and propagates changes upwards through
the e-graph. For each node, we decide whether to update its
selection based on a combination of cost improvement and
random chance. This randomness allows for exploration of
different parts of the solution space while ensuring that the
solution quality does not degrade below the initial solution.

Algorithm 1: Generate Neighboring Solution

Input: Current solution Ocyrrent, €-graph &£, cost
function C, random probability p,andom

Output: New solution O,,¢q,

1 Onew — Ocurrent;

2 traversalQueue < LeafNodes(E);

3 Costs_map < { oo , for all e-classes};

4 while traversalQueue is not empty do

5 enode < traversalQueue.pop();
6 class < GetClass(enode);
7 preuv_cost < Costs_mapleclass];
8 C'S <« all children of enode;
9 if C is a “sum cost” then
10 | new_cost + C(enode) + 3, g Costs_maplil;
11 end
12 if C is a “depth cost” then
13 new_cost <
C(enode) + max;ccs{Costs_map[il};
14 end
15 if prev_cost = co or (new_cost < prev_cost and
Tandom() > Drandom) then
16 Opew-choose(eclass, enode);
17 Costs_mapleclass] < new_cost;
18 traversalQueue.extend(GetParents(eclass));
19 end
20 end

21 return O,,cq;

2) Solution Space Pruning for Extraction

Additionally, we employ solution space pruning techniques
to accelerate the extraction process. Traditional bottom-up ex-

traction algorithms often traverse every e-node in the e-graph,
recalculating costs even when changes are unlikely to yield im-
provements. In contrast, our method maintains a traversal queue
in Algorithm 1 that only records the e-nodes with costs less
than or equal to the minimum cost in each e-class, effectively
skipping the remaining e-nodes with higher costs, thereby signif-
icantly filtering out the numerous redundant e-nodes introduced
in each e-class due to commutative and associative laws as
shown in Figure 6. In addition, the minimum cost of each e-class
is maintained by a hashmap called C'osts_map, which caches
the optimal costs per e-class. This approach avoids redundant
computations by preventing the re-evaluation of e-node costs
when the costs of their child nodes remain unchanged.

By combining these techniques, we achieve a more efficient
and effective extraction process that is particularly well suited
for large and complex e-graphs encountered in large circuit
optimization scenarios.

Reduced Search Space Q§

A Original Search Space

Baseline Extraction
...... q O Skipped Nodes
...... Searched Nodes
(991 QYY) 5600
e (91999
ClEjEle) ][]

Fig. 6: Solution space pruning.

3) Multithreaded Parallel Cost Evaluation

In the QOR evaluation phase of our simulated annealing
algorithm as referenced in Figure 4, we support multi-threading
to enhance efficiency. Leveraging initial solutions derived from
bottom-up extraction, we concurrently run multiple annealing
processes across different threads. This parallel execution
allows us to perform QOR fine-tuning on multiple solution sets
simultaneously, facilitating extensive resynthesis for a variety of
structural transformations. Ultimately, we map all the parallel-
generated solutions and select the one with the best QOR results.
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C. Dual-Model Approach for Cost Estimation
To balance optimization speed and result quality, we employ
two complementary cost models in our extraction process:

1) Runtime-prioritized mode: This mode primarily uses a
Graph Neural Network (GNN) model for rapid estimation.
The GNN quickly evaluates circuit characteristics based on
node type, topology order, and connection relationships.
While less accurate, it provides fast feedback to guide the
simulated annealing process, making it particularly useful
for exploring many candidate solutions.

2) Quality-prioritized mode: This mode performs a fast but
rough mapping to obtain a QoR estimation. It converts the
extracted circuit to an equation file, processes it using ABC
with a standard cell library, and applies technology mapping
and optimizations. The resulting circuit delay serves as the
primary cost metric, ensuring high-quality evaluations at the
cost of longer runtime.

By combining these modes, our approach efficiently navigates
the complex solution space of e-graphs, balancing speed and
accuracy in cost estimation for various circuit optimization tasks.

D. Efficient Implementation

Building upon our novel approach for structural exploration
and extraction, we have developed several key techniques to
enhance the efficiency of our framework. These improvements
address the major bottlenecks in previous e-graph-based logic
synthesis methods, allowing E-morphic to handle larger and
more complex circuits.

1) Direct DAG-to-DAG Conversion

Previous work in e-graph-based logic synthesis [12] relied on
S-expressions as the intermediate representation between circuits
and e-graphs. However, S-expressions, being nested lists derived
from flattening abstract syntax trees (ASTs), are not ideal for
representing circuit graphs. Shared nodes must be duplicated in
S-expressions, leading to significant space and time overhead
during circuit-to-e-graph conversion and potentially degrading
the overall quality of results (QoR). To address this limitation,
we have developed a more efficient intermediate format that
serves as a bridge for conversion. It eliminates the need for
complex parsing and reconstruction steps, significantly reducing
computational overhead as illustrated in Figure 8. This format
is essentially a serialization of the initial e-graph, using unique
identifiers to represent nodes and their relationships. Figure 7
provides an example of this representation. For an equation
format input, each assignment corresponds to a node in the
initial e-graph, which is referred to by an id in our DSL.
The one-to-one correspondence between circuit elements and
their e-graph counterparts avoids the exponential growth in
representation size of S-expressions.

2) Flexible Cost Model Integration

Our framework provides an interface for integrating various
cost models, including machine learning-based approaches. We
don’t limit on the specifics of the particular model, this flexibility
allows us to leverage state-of-the-art techniques for rapid quality
assessment. Later, Section IV-D will demonstrate the use of

"egraph" : {
"3": {"id": 3, "nodes": [{"Symbol": "a" }],"parents": [7,8]},
.. // node id: (b, id:4), (c, id: 5)
"7t {rid": , "nodes": [{"AND": [3,41}], "parents": [6,9]},
"8": {"id": 8, "nodes": [{"AND": [3,5]}], "parents": [9]},
. } // other nodes

Fig. 7: The intermediate format for efficient e-graph—circuit
conversion in pre- and post-processing.

— Circuit Bottleneck
) o> S-Expression
linearization, duplication
Circuit
:
B Intermediate DSL
DAG-to-DAG conversion

Fig. 8: Prior and our new e-graph—circuit conversion.

a GNN model to provide rapid cost estimation to guide the
simulated annealing process.

By combining these efficiency-enhancing techniques,
E-morphic achieves significant speed-ups, enabling the
application of e-graph-based optimization to a wider range of
circuit sizes and complexities.

IV. EXPERIMENTS

A. Experiment Setting

We implement the E-morphic framework in Rust to
interface with the existing egg library for e-graphs. All ex-
periments are performed on a Ubuntu 20.04.4 LTS server
with dual Intel Xeon Platinum 8375C processors and 256GB
memory. The test circuits all come from the EPFL benchmark
suite [20], containing 2 small-, 2 medium- and 6 large-scale
cases. Throughout these experiments, we use ASAP Tnm [21]
technology library to evaluate the post-mapping QoR. E-graph
rewriting takes 5 iterations, which already produces a substantial
number of equivalence classes to facilitate structural exploration.
In the quality-prioritized mode, we utilize 4 threads, with the
annealing exit condition set to 4 iterations. In the first iteration,
the temperature 7' is set to 2000 as a high temperature T}
encourages acceptance of inferior solutions, helping to avoid
local optima. For the 2nd and 3rd iterations, the temperature
is defined as T,, = T,,_1 X W (n is the number
of iterations), ensuring progression into the pseudogreedy local-
search stage. In the 4th iteration, the temperature is adjusted to
T, =T,_1% W, allowing for further enhancements
in solution quality. For the runtime-prioritized mode, we utilize
6 threads to balance the performance loss of the cost model.
All the circuits optimized through E-morphic are verified for
equivalence using the cec command in ABC.

B. Efficient DAG-to-DAG Conversion

One bottleneck of the prior work E-Syn is the conversion
between circuit and e-graphs. Here we compare the circuit—e-
graph mutual conversion time using the benchmark circuits. As
can be seen from Table III, in most cases, our direct DAG-to-
DAG conversion takes only a fraction of a second. Whereas,
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TABLE II: QoR and runtime comparison between E-morphic and the baseline.

SOP Balancing Baseline

SOP Balancing + E-morphic w/o ML model

SOP Balancing + E-morphic w ML model

Circuit Area (um?) Delay (ps)  lev  runtime (s) | Area (um?) Delay (ps)  lev  runtime (5) | Area (um?) Delay (ps)  lev  runtime (s)
hyp 370305.16  253779.06 10929 149623 | 386483.84 24043512 10948 210252 | 366751.38  248781.94 11033 1646.86
div 568732 2537859 1258 108.04 3447598 2474777 1300 280.79 4838624 24333.65 1298 147.77
mem_ctrl 29433 .64 1281.99 61 765 29219.49 1056.09 59 113.17 29365.29 1081.48 60 97.09
Tog2 4115432 523386 231 161.49 32840.69 503346 240 289.79 4123411 5153.74 233 20830
multiplier 35799.38 2632.08 147 54.68 31443.34 237124 130 105.02 35002.03 2599.37 147 §7.15
sqrt 53262.02 7862799 3574 11227 33852.66  72796.83 3578 27021 4890925  76432.02 3579 143.43
square 21240.14 834.01 9 25.12 21418.84 792.09 9 50.22 21532.44 794.16 70 37.46
arbiter 146475 288.18 23 12.58 458745 270.98 22 23.34 1532.63 284.27 24 20.18
sin 16052.7 371241 119 3495 15737.77 3567.12 113 6231 15737.77 368534 118 50.83
adder 1206.99 584,53 57 1.96 1282.11 536.42 57 102 1285.61 546.86 57 7.07
GEOMEAN 25274.02 5620.01 292 60.32 22104.32 521055 287 126.25 24660.84 5390.13 295 91.42
Improvements 12.54% 7.29% 2.42% 4.09%

TABLE III: Comparison of e-graph—circuit conversion with a
time-limit of 3600 seconds and 8 GB memory-limit. “Forward”
means circuit to e-graph conversion and “backward” refers to e-
graph to circuit conversion. TO represents “timeout.” MO stands
for “out-of-memory.”

Design E-Syn [12] E-morphic (this work)

Name #. e-node | Forward (s) | Backward (s) | Forward (s) | Backward (s)
hyp 420897 TO & MO N.A* 8.2 4.6
div 101860 TO & MO N.A* 1.57 1.2
mem_ctrl 84701 TO & MO N.A* 1.44 0.8
log2 54532 TO & MO N.A* 0.93 0.71
multiplier 50761 TO N.A* 0.84 0.75
sqrt 41234 TO N.A* 0.70 0.53
square 35685 TO N.A* 0.59 0.55
arbiter 23619 59.53 65.56 0.38 0.12
sin 8948 TO N.A* 0.15 0.13
adder 2548 425 534 0.04 0.04
GEOMEAN - - - 0.65 0.46

* Not available due to the prior e-graph to circuit conversion failure.

E-Syn hardly scales to over 10* e-nodes, resulting in time-out
in most cases. The results indicate that our conversion method
is minimally affected by the circuit size. Even when applied to
circuits over 10° e-nodes, the conversion can still be performed
in a remarkably short runtime.
C. Enhancing Conventional Delay-oriented Synthesis

As delay-oriented optimization is crucial to meet timing
constraints in logic synthesis, in this experiment, we com-
pare our approach against a competitive delay-oriented logic
optimization flow published in [22], which has been adopted
by industrial users. The optimization sequence is as follows:
(st; if -g -K 6 -C 8)(st; dch; map)?. 1t takes advantage
of SOP balancing [22], priority-cut-based mapping [23] and
resynthesis after mapping [1]. We argue that it is nontrivial to
outperform this flow with further optimization. For comparison,
the E-morphic flow applies the same (st; if -g -K 6 -C
8)(st; dch; map)® first. Before the final round of (st; dch;
map), we make use of e-graph rewriting to obtain a set of
structurally diverse solutions. The results are shown in Table II.
Compared to the conventional delay-oriented optimization flow,
E-morphic achieves delay reduction on all designs, averaging
7.29%, along with an area saving of nearly 12.54% while the
runtime overhead is moderate. Due to space limit, we omit the
result of E-Syn [12] as it already times out for all large-scale
circuits in this benchmark.

D. GNN-based Cost Model for Faster Extraction

To further reduce the runtime overhead of E-morphic, one
can plug in a machine learning model for rapid cost evaluation.
Here we demonstrate the use of state-of-the-art HOGA [24]

model. We firstly train it on circuits from the OpenABC-D
benchmark [25] synthesized by the aforementioned flow to adapt
its prediction towards the setting in this experiment. Each design
module in the OpenABC-D benchmark generates 100 different
structural samples, resulting in a training set of around 40,000
samples. The labels are obtained using the same ASAP 7nm cell
library for technology mapping. The delay prediction achieves
a Mean Absolute Percentage Error (MAPE) of 25.2% and a
Kendall’s 7 of 0.62. Using this prediction model, we present
logic synthesis results in the last column of Table II, which
shows an averaged runtime saving of nearly 28%.

E. Runtime Analysis

We plot the proportion of time consumption of each step
in Figure 9. It can be seen that the time spent on the exist-
ing technology-independent optimization and mapping in the
delay-oriented flow [22] accounts for a large portion of the
total runtime, which is irrelevant to the usage of e-graph
optimization. While the time for the additional operations in
E-morphic (mainly conversion and simulated annealing) is
moderate, demonstrating the efficiency of our framework. Partic-
ularly, this efficiency is more pronounced in large-scale circuits,
where the proportion of our time overhead is significantly lower.

Runtime Analysis of E-morphic with
ABC mapping cost model

Runtime Analysis of E-morphic with
ML cost model
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Fig. 9: Runtime breakdown of E-morphic logic synthesis

V. CONCLUSION

This paper proposes a scalable framework named
E-morphic, which uses equality saturation for structure
exploration before technology mapping. It features efficient e-
graph-circuit conversion, solution-space pruning and simulated
annealing for extraction. Additionally, it allows the integration
of ML prediction models to further reduce the runtime.
The techniques presented in this paper will not only benefit
applications of equality saturation in logic synthesis, but also
other e-graph-based large-scale optimization problems.
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